**Node JS-2**

**URL module**

The URL module contains functions that help in parsing a URL. In other words, we can split the different parts of a URL easily with the help of utilities provided by the URL module.
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The syntax for including the url module in your application:

**var url=require("url");**

Parse an address with the **url.parse() method**, and it will return a URL object with each part of the address as properties.

**url.parse()** – This method takes the url string as a parameter and parses it. The url module returns an object with each part of the url as property of the object.

**The returned object contains the following properties**

* **protocol**: This specifies the protocol scheme of the URL (ex: https:).
* **slashes**: A Boolean value that specifies whether the protocol is followed by two ASCII forward slashes (//).
* **auth**: This specifies the authentication segment of the URL (ex: username: password).
* **username**: This specifies the username from the authentication segment.
* **password**: This specifies the password from the authentication segment.
* **host**: This specifies the host name with the port number.
* **hostname**: This specifies the host name excluding the port number.
* **port**: Indicates the port number.
* **pathname**: Indicates the URL path.
* **query**: This contains a parsed query string unless parsing is set to false.
* **hash**: It specifies the fragment portion of the URL **including the “#”.**
* **href**: It specifies the complete URL.
* **origin**: It specifies the origin of the URL.
* **etc...**

**Syntax of url.parse() :** url.parse(url\_string, parse\_query\_string, slashes\_host)

Description of the parameters :

* **url\_string :** <string> It is the URL string.
* **parse\_query\_string :** <boolean> It is a boolean value. By default, its value is false. If it is set to true, then the query string is also parsed into an object. Otherwise, the query string is returned as an unparsed string.
* **slashes\_host :** <boolean> It is a boolean value. By default, its value is false. If it is set to true, then the token in between // and first / is considered host.

**Example**

* **LocalHost as URL (Static URL)**

var u=require("url");

var addr="http://localhost:8080/default.htm?Name=Prof.Priyen&Initial=PSP#SIR";

var q1=u.parse(addr,true);

console.log(q1);

console.log(q1.host);

console.log(q1.pathname);

console.log(q1.query);

**Output:**

Url {

protocol: 'http:',

slashes: true,

auth: null,

host: 'localhost:8080',

port: '8080',

hostname: 'localhost',

hash: '#SIR',

search: '?Name=Prof.Priyen&Initial=PSP',

query: [Object: null prototype] { Name: 'Prof.Priyen', Initial: 'PSP' },

pathname: '/default.htm',

path: '/default.htm?Name=Prof.Priyen&Initial=PSP',

href: 'http://localhost:8080/default.htm?Name=Prof.Priyen&Initial=PSP#SIR'

}

localhost:8080

/default.htm

[Object: null prototype] { Name: 'Prof.Priyen', Initial: 'PSP' }

#SIR

* **Google Search Link as URL (Dynamic URL)**

var u=require("url");

var adr1="https://www.google.com/search?q=good+morning";

var q=u.parse(adr1,true); //query will be given as JSON Object

console.log(q);

**Output:**

Url {

protocol: 'https:',

slashes: true,

auth: null,

host: 'www.google.com',

port: null,

hostname: 'www.google.com',

hash: null,

search: '?q=good+morning',

query: [Object: null prototype] { q: 'good morning' },

pathname: '/search',

path: '/search?q=good+morning',

href: 'https://www.google.com/search?q=good+morning'

}

**Task: Find a leap year from static url**

var u=require("url");

var addr="http://localhost:8080/default.html?year=2025&month=feb";

var q=u.parse(addr,true);

console.log(q);

// console.log(q.host);

// console.log(q.pathname);

// console.log(q.search);

var qdata=q.query;

console.log(qdata.year);

if(qdata.year%4==0)

{

   console.log(“Its a leap year")

}

else{

   console.log("Its not a leap year")

}

===================================================================

**Output:**

**Url {**

**protocol: 'http:',**

**slashes: true,**

**auth: null,**

**host: 'localhost:8080',**

**port: '8080',**

**hostname: 'localhost',**

**hash: null,**

**search: '?year=2025&month=feb',**

**query: [Object: null prototype] { year: '2025', month: 'feb' },**

**pathname: '/default.html',**

**path: '/default.html?year=2025&month=feb',**

**href: 'http://localhost:8080/default.html?year=2025&month=feb'**

**}**

**2025**

**Its not a leap year**

**Query string**

## **Get the details from query string**

We can fetch the values from url query string as mentioned below using URL module.

1. Add static url in code and request server to display data of query string

var http = require('http');

var url = require('url');

var addr="http://localhost:8080/default.html?year=2024&month=feb";

http.createServer(function (req, res) {

res.writeHead(200, {'Content-Type': 'text/html'});

/\*Use the url module to get the querystring\*/

var q = url.parse(addr, true).query;

/\*Return the year and month from the query object: \*/

var txt = q.year + " " + q.month;

res.end(txt);

}).listen(3001);
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1. Make changes in url at browser and request url to display data.

var http = require('http');

var url = require('url');

http.createServer(function (req, res) {

  res.writeHead(200, {'Content-Type': 'text/html'});

  var q = url.parse(req.url, true).query;

  var txt = q.year + " " + q.month;

  res.end(txt);

}).listen(3180);
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* **Write a nodejs script to print query string of url on console as well as on file using ES6 callback.**

Fetch query as an object. Need to convert query to string using stringify and then we can write it in file.

var u=require("url");

var ps=require("fs");

var adr1=" http://localhost:8080/default.html?year=2025&month=feb";

var q1=u.parse(adr1,true);

var qdata=q1.query;

console.log(qdata);

ps.writeFile("fsd2.txt",JSON.stringify(qdata),(err)=>

{

console.log("completed");

});

* **Fetch query as a string. We can directly write query string in a file.(Alternate approach)**

var u=require("url");

var ps=require("fs");

var adr1=" http://localhost:8080/default.html?year=2025&month=feb";

var q1=u.parse(adr1,**false**); // false directly gives string instead of object

**var qdata=q1.query;**

ps.writeFile("fsd2.txt",**qdata**,(err)=>{

console.log("completed");});

* **Task: Write a nodejs program which fetch filename from requested url and print that file’s data on http web server.**

var h=require("http");

var ps=require("fs");

var u=require("url");

var server=h.createServer(function(req,res) {

var q=u.parse(req.url,true);

data=ps.readFileSync("."+q.pathname);

res.writeHead(200,{"content-type":"text/html"}); //text/plain gives program

res.write(data);

res.end();

});

server.listen(6052);

**Note:** # data=ps.readFileSync**("."+q.pathname)**; - The dot (**.**) refers to the current directory. We can also use without “.” By writing entire path.

* **Write a nodejs program load a simple html file on nodejs web server and print its content as html content.**

var h=require("http");

var ps=require("fs");

var u=require("url");

var addr="http://localhost:8080/**16.html**"; (html file name)

var q=u.parse(addr,true);

data=ps.readFileSync("."+q.pathname);

var server=h.createServer( function(req,res) {

res.writeHead(200,{"content-type":"text/html"});

*//res.writeHead(200,{"content-type":"text/plain"}); gives content of file(Whole program will display in port)*

res.write(data);

res.end();

});

server.listen(6051);

**How to create, export and use our own modules**

* **Own Module**

The node.js modules are a kind of package that contains certain functions or methods to be used by those who imports them. Some modules are present on the web to be used by developers such as fs, path, http, url etc. You can also make a package of your own and use it in your code. To create a module in Node.js, you will need the exports keyword. This keyword tells Node.js that the function can be used outside the module.

**Syntax:**

exports.function\_name = function(arg1, arg2, ....argN) {

// function body

};

**Different Way to Export Own Module**

**Example: Create two files with name – calc.js and index.js and copy the below code snippet. The calc.js is the custom node module which will hold the node functions. The index.js will import calc.js and use it in the node process.**

***Method 1 (Export module with full name using ES6)\* simple JS function also work***

**In calc.js file:**

const add=(a,b)=>

{

return(a+b);

}

module.exports=add;

**In another file:**

var d=require("./calc.js");

console.log(d(10,15));

***Method 2 ( Export more than one function)***

**In calc.js file:**

const sub=(a,b)=>

{

return(a-b);

}

const mul=(a,b)=>

{

return(a\*b);

}

module.exports.s=sub;

module.exports.m=mul;

**In another file:**

var d1=require("./calc.js ");

console.log(d1.s(10,5));

console.log(d1.m(10,15));

***Method 3(obj. destructing)***

**In calc.js file:**

const sub=(a,b)=>

{

return(a-b);

}

const mul=(a,b)=>

{

return(a\*b);

}

module.exports.d2=sub;

module.exports.e2=mul;

**In another file:**

var {d2,e2}=require("./calc.js ");

console.log(d2(10,7));

console.log(e2(10,12));

***Method 4 (Export in single line including variable name)***

**In calc.js file:**

const sub=(a,b)=>

{

return(a-b);

}

const mul=(a,b)=>

{

return(a\*b);

}

const name="Hello"

module.exports={sub,mul,name};

**In another file:**

var {sub,mul,name}=require("./calc.js ");

console.log(sub(100,20));

console.log(mul(10,2));

console.log(name)

* **Write a node.js script to create calculator using external module having a function add(), sub(), mul(), div(). This function returns result of calculation. Write all necessary .js files.**

**calc1.js (Method 5 – Direct Approach)**

exports.add = function (x, y) {

    return x + y;

};

exports.sub = function (x, y) {

    return x - y;

};

exports.mult = function (x, y) {

    return x \* y;

};

exports.div = function (x, y) {

    return x / y;

};

**calc2.js**

const calculator = require('./calc1.js');

let x = 50, y = 20;

console.log("Addition of 50 and 20 is "

+ calculator.add(x, y));

console.log("Subtraction of 50 and 20 is "

+ calculator.sub(x, y));

console.log("Multiplication of 50 and 20 is "

+ calculator.mult(x, y));

console.log("Division of 50 and 20 is "

+ calculator.div(x, y));

**Output:**

Addition of 50 and 20 is 70

Subtraction of 50 and 20 is 30

Multiplication of 50 and 20 is 1000

Division of 50 and 20 is 2.5

**NPMjs (Chalk, Validator)**

NPM is a package manager for Node.js packages, or modules if you like. The NPM program is installed on your computer when you install Node.js.

**What is a Package?**

A package in Node.js contains all the files you need for a module. Modules are JavaScript libraries you can include in your project.

* **Chalk module**

 In Node.js is the third-party module that is used for styling the format of text and allows us to create our own themes in the node.js project.

**Advantages of Chalk Module:**

1. It helps to customize the color of the output of the command-line output
2. It helps to improve the quality of the output by providing several color options like for warning message red color and many more

**To install chalk:** npm install chalk

After installation of chalk module, package-lock.json and package.json will be created.

**In package.json file:**

{"type": "module", // Add this line manually in package.json

"dependencies": {

"chalk": "^5.2.0"

}

}

**Note:** If chalk installed successfully and package.json and package-lock.json files are not created, then

try **npm init** command inside created folder. And then try to install chalk inside folder.

**"type": "module" field:**

**When you add "type": "module" in your package.json, Node.js will treat .js files as ESM (enabling import/export syntax) rather than CommonJS.**

**Without "type": "module", you can only use CommonJS syntax unless the file extension is .mjs.**

**Example:**

import ch from "chalk";

const log=console.log;

log("LJU");

log("hello"+ch.bgCyan(" LJU ")+" GM ")

log(ch.blue.underline.bgYellow("hello")+ch.red.bold.underline.bgWhite(" Yahoo"));

**Output:**

![](data:image/jpeg;base64,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)

## **Chalk comes with an easy to use composable API where you just chain and nest the styles you want.**

import chalk from 'chalk';

const log = console.log;

**// Combine styled and normal strings**

log(chalk.blue('Hello') + ' World' + chalk.red('!'));

**// Compose multiple styles using the chainable API**

log(chalk.blue.bgRed.bold('Hello world!'));

**// Pass in multiple arguments**

log(chalk.blue('Hello', 'World!', 'Foo', 'bar', 'biz', 'baz'));

**// Nest styles**

log(chalk.red('Hello', chalk.underline.bgBlue('world') + '!'));

**// Nest styles of the same type even (color, underline, background)**

log(chalk.green(‘I am a green line ' +chalk.blue.underline.bold('with a blue substring') +

' that becomes green again!'));

**// Use RGB colors in terminal emulators that support it.**

log(chalk.rgb(123, 45, 67).underline('Underlined reddish color'));

log(chalk.hex('#DEADED').bold('Bold gray!'));

## **Easily define your own themes**

import chalk from 'chalk';

const error = chalk.bold.red;

const warning = chalk.hex('#FFA500'); // Orange color

console.log(error('Error!'));

console.log(warning('Warning!'));

## **Take advantage of console.log string substitution**

import chalk from 'chalk';

const name = 'SIR';

console.log(chalk.green('Hello %s'), name);

//=> 'Hello SIR'

**Validator module**

The Validator module is popular for validation. Validation is necessary to check whether the data is in format or not, so this module is easy to use and validates data quickly and easily.

**Feature of validator module:**

● It is easy to get started and easy to use.

● It is a widely used and popular module for validation.

**Functions are available  in this module like**

isEmail(), isEmpty(), isLowercase(),  isBoolean(),  isCurrency(),  isDecimal(),  isJSON(),  isFloat(),  isCreditCard(), isHexadecimal (), isCurrency, isDecimal (), etc.

**To install validator:** npm install validator

**Example1 : Check whether given email is valid or not**

import validator from "validator"

let email = 'test@gmail.com'

console.log(validator.isEmail(email)) // true

email = 'test@'

console.log(validator.isEmail(email)) // false

**Example2 : Check whether string is in lowercase or not**

import validator from "validator"

let name = 'hellolju'

console.log(validator.isLowercase(name)) // true

name = 'HELLOLJU'

console.log(validator.isLowercase(name)) // false

**Example3: Check whether string is empty or not**

import validator from "validator"

let name = ''

console.log(validator.isEmpty(name)) // true

name = 'helloLJU'

console.log(validator.isEmpty(name)) // false

**Try:**

console.log(v.isEmail("hello@gmail.com"));

console.log(v.isHexadecimal("ABC"));

console.log(v.isLowercase("xyz"));

console.log(v.isEmpty(""));

console.log(v.isCurrency("123"));

console.log(v.isCurrency(“PSP"));

console.log(v.isDecimal("1.22"));

console.log(v.isJSON('{"name1":"ABC","age":30}'));

**cv.js**

import **ch** from "chalk";

import **validator** from "validator"

var test = **ch**.red.underline.bgYellow("hello")+**ch**.bold.bgRed.italic.yellow("\nyahoo")

console.log(test)

console.log(**validator**.**isLowercase**(test), **validator**.**isEmail**(test))

![](data:image/png;base64,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)

**Module Wrapper Function**

NodeJS does not run our code directly, it wraps the entire code inside a function before execution. This function is termed as Module Wrapper Function. Before a module’s code is executed, NodeJS wraps it with a function wrapper that has the following structure:

(function (exports, require, module, \_\_filename, \_\_dirname) {

//module code

}) ();

The five parameters — exports, require, module, \_\_filename, \_\_dirname are available inside

each module in Node. Though these parameters are global to the code within a module yet they are local to the module (because of the function wrapper as explained above). These parameters provide valuable information related to a module.

The variables like **\_\_filename** and **\_\_dirname**, that tells us the module’s absolute filename and its directory path.

The meaning of the word 'anonymous' defines something that is unknown or has no identity. In JavaScript, an anonymous function is that type of function that has no name or we can say which is without any name. When we create an anonymous function, it is declared without any identifier. It is the difference between a normal function and an anonymous function.

Use of Module Wrapper Function in NodeJS:

* The top-level variables declared with var, const, or let are scoped to the module rather than to the global object.
* It provides some global-looking variables that are specific to the module, such as:
  + The module and exports object that can be used to export values from the module.
  + The variables like \_\_filename and \_\_dirname, that tells us the module’s absolute filename and its directory path.

**Example -1:**

( function()

{

const name="LJU";

console.log(name);

console.log(\_\_filename);

console.log(\_\_dirname);

}

)();

//console.log(name); // //*it will throw error because name is in wrapper function which cannot be used outside*

**Output:**

LJU

D:\Trynode\ex1.js

D:\Trynode

**Events**

* Every action on a computer is like an event. For, e.g., when a connection is made, or you open any file.
* Node.js is an asynchronous event-driven JavaScript runtime.
* Its event-driven architecture allows it to perform asynchronous tasks.
* It has a built-in module called the 'events' module, where you can create, fire, and listen for your events.
* When a function (Callback) listens to a particular event to occur, all the callbacks subscribing to that event are fired one by one in the sequence in which they were registered.

**The EventEmmitter class:** All objects that emit events are instances of the EventEmitter class. The event can be emitted or listen to an event with the help of EventEmitter.

An EventEmitter object has two functions:

* + - Emit a named event.
    - Attach or detach listeners to the named event.

**Syntax:**

**const EventEmitter=require('events');**

**var eventEmitter=new EventEmitter();**

**Listening events:** Before emits any event, it must register functions(callbacks) to listen to the events.

eventEmitter.addListener(event, listener)

eventEmitter.on(event, listener)

eventEmitter.once(event, listener)

**1) eventEmitter.addListener(event, listener):** It adds the listener at the end of the listener’s array for the specified event. Multiple calls to the same event and listener will add the listener multiple times and correspondingly fire multiple times. Both functions return emitter, so calls can be chained.

**2) eventEmmitter.on(“event-name”, callback): It is similar to eventEmmitter.addListner (event, listener)** . This functions an event with its handler(listener) and calls the callback function once event is emitted.

**3) eventEmitter.once(event, listener): It** fires at most once for a particular event and will be removed from listeners array after it has listened once. Returns emitter, so calls can be chained.

**Emitting events:** Every event is named event in nodejs. We can trigger an event by emit(event, [arg1], [arg2], […]) function. We can pass an arbitrary set of arguments to the listener functions.

**Syntax:**

eventEmitter.emit(event, [arg1], [arg2], [...])

**Removing Listener:** The **eventEmitter.removeListener()** takes two argument event and listener, and removes that listener from the listeners array that is subscribed to that event. While **eventEmitter.removeAllListeners()** removes all the listener from the array which are subscribed to the mentioned event.

**Syntax:**

eventEmitter.removeListener(event, listener)

eventEmitter.removeAllListeners([event])

**Note:**

* Removing the listener from the array will change the sequence of the listener’s array, hence it must be carefully used.
* The **eventEmitter.removeListener()** will remove at most one instance of the listener which is in front of the queue.

**Steps for event handling script**

**// 1) Import “events” module**

var e=require("events");

**// 2) Create EventEmitter object**

var ee=new e.EventEmitter();

**// 3) Bind connection event with the handler/function**

ee.on("sayName",()=>{

console.log("your name is xyz")

});

**// 4) Emit / Fire connection event**

ee.emit("sayName");

The code snippet you provided is an example of using the **events** module in Node.js to create

and emit events.

In this code, you first require the **events** module by assigning it to the variable **e**.

Then, you create a new instance of the **EventEmitter** class and assign it to the variable **ee**.

Next, you define an event listener for the event named **"sayName"**.

When this event is emitted, the listener will be triggered, and it will log the message **"your name is xyz"** to the console.

Finally, you emit the event **"sayName"** by calling **ee.emit("sayName")**. This will trigger

the event listener, and you will see the corresponding message printed in the console: **"your**

**name is xyz"**.

**Position matters**

var e=require("events");

var ee=new e.EventEmitter();

**ee.emit("sayName");**

ee.on("sayName",()=>{

console.log("your name is xyz")

});

\*In this case, when you emit the event before defining the listener, there are no registered

listeners yet, so nothing will happen.

**Task: Create a function which executes when a "connectHandler" event is fired and print message “Connection successful”. After “connectHandler” fired another message should be printed “ Data received successfully” from data-received event along with its listener.**

**1) Import “events” module**

var e=require(“events”);

**2) Create EventEmitter object**

var ee=new e.EventEmitter();

**3) Generate Event Handler as follows:**

var connectHandler = function connect(){

console.log(“connection successful”);

ee.emit("data-received") //fire data-received event

}

**4) Bind connection event with the handler**

ee.on("connection",connectHandler);

**5) Bind data-received event with an anonymous function**

ee.on("data-received",function(){ console.log("data received successfully")})

**6) Emit / Fire connection event**

ee.emit('connection');

console.log("Thanks")

**Output:**

connection successfully

data received successfully

Thanks

**Example: Pass Argument and print on console**

const E = require('events');

const ee = new E();

ee.on('start', (start, end) => {

console.log(`started from ${start} to ${end}`);

});

ee.emit('start', 1, 100);

**Output: started from 1 to 100**

**Example: create an event emitter instance and register a couple of call-back.**

var e=require("events");

var ee=new e.EventEmitter();

ee.on("sayName",()=>{

console.log("your firstname is Priyen")

});

ee.on("sayName",()=>{

console.log("your middlename is P.")

});

ee.on("sayName",()=>{

console.log("your lastname is Patel")

});

ee.emit("sayName");

**Output**

your firstname is Priyen

your middlename is P

your lastname is Patel

**Example: registering for the event with call-back parameter.**

var e=require("events");

var ee=new e.EventEmitter();

ee.on("sayName",(statusCode,msg)=>{

console.log(`status code id ${statusCode} and page is ${msg}`);

});

ee.emit("sayName",200,"ok");

Output:

**status code id 200 and page is ok**

**Add / Remove Listener**

**Task: Write a NodeJs script to create two listeners for a common event. Call their respective callbacks. Print no. of events associated with an emitter. Remove one of the listener and print no of remaining listeners.**

var event = require('events');

var ee = new event.EventEmitter();

var listener1 = function listener1() {

console.log("listener1 executed")

}

var listener2 = function listener2() {

console.log("listener2 executed")

}

ee.addListener("conn",listener1)

ee.on("conn",listener2)

var count=ee.listenerCount("conn") //counts listeners for conn event

console.log(count+" for conn event")

ee.emit("conn")

ee.removeListener("conn",listener1) //remove listener1 form conn event

var count=ee.listenerCount("conn")

console.log(count+" for conn event")

ee.emit("conn")

**// Above program ends here. Below is additional task of remove all listeners. and count the listener.**

ee.removeAllListeners('conn', listener1);

count = ee.listenerCount("conn");

console.log("Again Count afetr removing all listeners: " + count );

//eventEmitter.emit("conn");

**Output:**

2 for conn event

listener1 executed

listener2 executed

1 for conn event

listener2 executed

**//After removing all listeners**

**Again Count after removing all listeners: 0**

**Task-2 Write a node js script to write the text “This is data” to new.txt file. After that append the text “that is data” to same ne .txt file. After that read the file and print file concept on console. After finishing read operation, print the line “Thanks for using my program” on console. All read/write operations are asynchronous. (Using Event)**

const fs = require('fs');

const e = require('events');

const ee = new e.EventEmitter();

ee.on('write', () => {

fs.writeFile("new.txt", 'this is data', () => {

console.log('Successfully wrote to file.');

ee.emit('append');

});

});

ee.on('append', () => {

fs.appendFile("new.txt", '\nthat is data', () => {

console.log('Successfully appended to file.');

ee.emit('read');

});

});

ee.on('read', () => {

fs.readFile("new.txt", 'utf8', (err, data) => {

console.log(data);

ee.emit('finish');

});

});

ee.on('finish', () => {

console.log('Thanks for using my program.');

});

ee.emit('write');

**JSON Processing**

When we create a simple object in a JS with key & value pair, then it is called as JSON object. Even if we provide each key pair as string, then also it treats them without string keys like an object. It is not possible to write JSON object directly to the file. We can write after calling stringify() method. Only because string can be easily written to the file; we can write individual properties of JSON object directly.

* **Process below JSON objects in abc.txt with statement : John has BMW 320 at 30** .

Obj = {

"name" : "John ",

"age" : 30,

"cars" : [

{ "name" : "Ford", "models":[ "Fiesta", "Focus", "Mustang" ] },

{ "name" : "BMW", "models" : [ "320", "X3", "X5" ] },

{ "name" : "Fiat", "models" : [ "500", "Panda" ] }

] }.

Program:

var fs=require("fs")

obj = {

"name" : "John ",

"age" : 30,

"cars" : [

{ "name" : "Ford", "models":[ "Fiesta ", "Focus ", "Mustang " ] },

{ "name" : "BMW", "models" : [ "320 ", "X3", "X5" ] },

{ "name" : "Fiat", "models" : [ "500", "Panda" ] }

] }

var data= obj.name+"has " +obj.cars[1].name+obj.cars[1].models[0]+"at "+obj.age+"."

console.log(data)

data1=JSON.stringify(data)

fs.writeFileSync("abc.txt",data1)

**Miscellaneous Programs**

**Task: Write a nodejs program which fetch filename from requested url and print that file’s data on http web server. (Async)**

var h=require("http");

var ps=require("fs");

var u=require("url");

var server=h.createServer(

function(req,res)

{

var q=u.parse(req.url,true);

Filename ="."+q.pathname;

ps.readFile(Filename,function(err,data)

{

if(err){

res.writeHead(404,{"content-type":"text/hplain"})

res.end("Error che")

}

else{

res.writeHead(200,{"content-type":"text/html"}); //text/plain gives program

console.log(data)

console.log("Hello")

res.write(data);

res.end()

// return(res.end())

}

});

console.log("Hello")

});

server.listen(6050);

console.log("Hi") //

**Task: Write a nodejs script to print query string of url on console as well as on file using ES6 callback.**

var u=require("url");

var ps=require("fs");

var adr1="https://www.google.com/search?q=url+module+in+node+js&rlz=1C1YTUH\_enIN1039IN1039&oq=url+modu&aqs=chrome.0.0i512j69i57j0i512l4j0i390l4.2814j0j7&sourceid=chrome&ie=UTF-8";

var q1=u.parse(adr1,true);

var qdata=q1.query;

console.log(qdata);

ps.writeFile("fsd2.txt",qdata.q,(err)=>

{

console.log("completed");

});

**Output:**

[Object: null prototype] {

q: 'url module in node js',

rlz: '1C1YTUH\_enIN1039IN1039',

oq: 'url modu',

aqs: 'chrome.0.0i512j69i57j0i512l4j0i390l4.2814j0j7',

sourceid: 'chrome',

ie: 'UTF-8'

}

completed

**In file:** url module in node js

**Task: Write a nodejs script to create own module to calculate reverse of a given number. That module should be used to check given number of which square of reverse and reverse of square is same.**

**In rev.js file**

function reversenum(num)

{

let rev=0;

while(num>0)

{

rev=rev\*10+(num%10);

num=parseInt(num/10);

}

return rev;

}

function square(num1)

{

return num1\*num1;

}

function checknum(num2)

{

a=square(num2);

b=square(reversenum(num2));

if(a==reversenum(b))

{

console.log("Number is equal")

}

else

{

console.log("Number is not equal")

}}

module.exports.reversenum=reversenum;

module.exports.square=square;

module.exports.checknum=checknum;

**In another file:**

var d=require("./rev.js");

d.checknum(12);

**Output:**

Number is equal

**Task: Write all necessary .js files to create module having a function to check numbers from 2 to 50 are prime number or not.**

**1.js**

const PrimeNo = (num) =>

{

    let temp = 0

    for(let i=2;i<num;i++)

    {

        if(num%i==0)

        {

            temp++;

        }

    }

    if(temp==0)

    {

        return true;

    }

    else{

        return false;

    }

}

module.exports=PrimeNo;

**2.js**

var PrimeNumber = require("./31.js")

for(i=2;i<=50;i++)

{

let x=PrimeNumber(i);

if(x==true)

{

    console.log(i+" Prime Number");

}

else{

    console.log(i+" Not a Prime Number")

}

}

**Output:**

2 Prime Number

3 Prime Number

4 Not a Prime Number

5 Prime Number ………. upto 50

**Task: Write node js script to handle event of write a data in file, append data in file and then read the file and display data in console.**

var e=require("events");

var fs=require("fs");

var ee=new e();

ee.on("connection",function()

{

fs.writeFile("b.txt","This is data",(err)=> {console.log()});

console.log("File Written");

ee.emit("data-append");

ee.emit("data-read");

});

ee.on("data-append",function()

{

fs.appendFile("b.txt","That is data",(err)=> {console.log()});

console.log("File Appended");

});

ee.on("data-read",function()

{

fs.readFile("b.txt",(err,data)=>

{

if(err){

console.error(err);

}

console.log(data.toString());

});

});

ee.emit("connection");

**Task: Write node js script to handle events as asked below.**

**1) Check the radius is negative or not. If negative then display message “Radius” must be**

**positive” else calculate the perimeter of circle.**

**2) Check side is negative or not. If negative then display message “Side must be positive”**

**else calculate the perimeter of square.**

var e = require("events");

var ee = new e();

const radiushandler = () => {

console.log("Radius must be positive");

}

ee.on("negside", sidehandler = () => {

console.log("Side must be positive");

});

const findval = (r,s) => {

if (r < 0) {

ee.emit("negradius");

}else{

var rperi = 2 \* 3.14 \* r;

console.log(rperi);

}

if (s < 0)

{

ee.emit("negside");

}

else{

var speri = 4\*s;

console.log(speri);

}

}

ee.on("negradius", radiushandler);

//ee.on("negside", sidehandler);

ee.on("findval", findval);

ee.emit("findval",-2,-3);

**Task: Write node js script and json to perform below tasks.**

**1. Write below object in txt file named s2.txt {d:{a:10,b:20,c:[30,10]}}**

**2. Read data from the same file and perform the below tasks.**

**(i) addition of a and b. (ii) subtraction of 2nd element of c and b. (Must be positive value) (iii) multiplication of elements of c.**

**3. Add the Output of addition, subtraction and multiplication below the object in**

**s2.txt file.**

var fs=require("fs");

const data ={d:{a:10,b:20,c:[30,10]}}

fs.writeFileSync("s2.txt",JSON.stringify(data)+"\n");

data1=fs.readFileSync("S2.txt","utf-8");

console.log(data1)

data1=JSON.parse(data1);

add=data1.d.a+data1.d.b;

sub=Math.abs(data1.d.c[1]-data1.d.b);

mul=data1.d.c[1]\*data1.d.c[0];

console.log(add,sub,mul)

fs.appendFileSync("s2.txt",add+"\n"+sub+"\n"+mul)

**Stock profit/loss color based on server**

// index.js

// Importing the local module

const { calculateProfitOrLoss } = require('./calc');

const http = require('http');

// Creating an HTTP server

const server = http.createServer((req, res) => {

// Example usage

const purchasePrice = 50; // $50 per share

const sellingPrice = 60; // $40 per share

const quantity = 50; // 50 shares

// Calculate profit or loss

const { type, amount } = calculateProfitOrLoss(purchasePrice, sellingPrice, quantity);

// Set the response headers

res.writeHead(200, {'Content-Type': 'text/html'});

// Set the CSS style based on profit or loss

let colorStyle = '';

if (type === 'Profit') {

colorStyle = 'green';

} else if (type === 'Loss') {

colorStyle = 'red';

}

// Send the HTML response

res.end(`<p style="color: ${colorStyle};">Type: ${type}, Amount: ${amount}</p>`);

});

// Listening on port 3000

const PORT = 3000;

server.listen(PORT, () => {

console.log(`Server is running on http://localhost:${PORT}`);

});

----------------------------------------------------------------------------------------------------------

// calc.js

// Function to calculate profit or loss

function calculateProfitOrLoss(purchasePrice, sellingPrice, quantity) {

const costPrice = purchasePrice \* quantity;

const sellingValue = sellingPrice \* quantity;

const profit = sellingValue - costPrice;

const loss = costPrice - sellingValue;

if (profit > 0) {

return { type: 'Profit', amount: profit };

} else if (loss > 0) {

return { type: 'Loss', amount: loss };

} else {

return { type: 'No Profit No Loss', amount: 0 };

}

}

// Exporting the functions to make them accessible in other files

module.exports = { calculateProfitOrLoss, };

Write code to perform the tasks as asked below.

* Add three buttons.
* Increase button to increase the fonts. It should stop increasing the fonts when the font size reaches to 200px or stop button is clicked.
* Stop button to stop increasing or decreasing the fonts.
* Decrease button to decrease the fonts. It should stop decreasing the fonts when the font size reaches to 20px or stop button is clicked
* Increasing/decreasing interval is of 100 ms. With Default font size = 50px

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Document</title>

</head>

<body>

<p id="p1" style="font-size: 50px;">Hello</p>

<button onclick="inc()">Increase</button>

<button onclick="stop()">Stop</button>

<button onclick="dec()">Decrease</button>

<script>

let font = 50;

let test;

function fun(font) {

document.getElementById('p1').style.fontSize = font + 'px';

}

function inc() {

clearInterval(test);

test = setInterval(() => {

if (font < 100) {

fun(++font);

} else {

clearInterval(test);

}

}, 100);

}

function dec() {

clearInterval(test);

test = setInterval(() => {

if (font > 15) {

fun(--font);

} else {

clearInterval(test);

}

}, 100);

}

function stop() {

clearInterval(test);

}

</script>

</body>

</html>